**The MlPS stack: recap**
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* The stack grows downward in terms of memory addresses.
* The address of the top element of the stack is stored (by convention) in the "stack pointer" register, Ssp.

O($sp), 1($sp), ... are "used" locations

-1($sp), -2($sp), ... are "free"

* MIPS does not provide "push" and "pop" instructions. Instead, they must be done explicitly by the programmer.
* "push" $t0 simulated with:

sub $sp, $sp, 4 # $t0 needs 4 bytes sw $t0, 0($sp) # write to stack

* "pop" $t0 simulated with:

lw $t0, 0($sp) # read stack top addi $sp, $sp, 4 # free 4 bytes

Ox?FFFFFFF

$sp

stack

OxOOOOOOOO .....\_ ,

## Using the stack: MP 2's main
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* Performs a jal,so must save $ra before and restore it afterwards

main:

addi $sp, $sp, -4 # grow stack

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **SW** | $ra, 0($sp) | # | save | callee-saved register | $ra |
| jal | iterTraverse | # | call | your function |  |
| lw | $ra, 0($sp) | # | restore $ra | | |
| addi  Jr | $sp, $sp, 4  $ra | # | shrink stack | | |

A j a1 to a function

Will cause a malfunction If ra is not on the stack

And caller-saved regs And lastly, no messes

Should be handled like eggs In each of the esses

They're junk when the function comes back Make sure you restore 'em - don't slack!

# Practice with pointers: Linked Lists
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* + Linked lists are implemented in C using structures as follows: struct node {

int data; node"' next;

}

// data field

// pointer to next node ,n list

* + If p is a *pointer* to a node, then

' P is the node itself

(' P).data is located at address p in memory

(' p). next is located at address p + si zeof (data) in memory

* + If p points to the last node in the list, (\*p) . next == NULL.
* If to points to a node, then the statement to = ("'tO). next makes to point to the next node in the list.
  + The above statement can be translated into MIPS as:

lw $t0, 4($t0)

* + Translate the following C statements into MIPS: (\*tO).data = (\*tl).data;

(\*tO).next = (\*tl).next;

## MIPS functions to traverse lists
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### Translate this into MIPS:

void printList(node\* p) { while(p != NULL) { //

print((\*p).data); p = c 'p).next;

}

}

# BAD code! printList:

beq $a0, $0, PL\_done

# need to save $ra, $a0 lw $a0, 0($a0)

jal print

# need to restore $a0 lw $a0, 4($a0)

j printList

# need to restore $ra PL\_done:

Jr $ra

**NULL== 0**

# GOOD code printList:

beq $a0, $0, PLdone addi $sp, $sp, -8

sw $ra, 0($sp) sw $a0, 4($sp) lw $a0, 0($a0) jal print

lw $ra, 0($sp) lw $a0, 4($sp) addi $sp, $sp, 8 lw $a0, 4($a0) J printList

PL\_done: jr $ra

**A more efficient solution**
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printList:

addi $sp, $sp, -8 sw $ra, 0($sp)

sw $s0, 4($sp) move $s0, $a0

PL\_loop:

beq $s0, $0, PL\_done lw $a0, 0($s0)

jal print

lw $s0, 4($s0)

j **PL\_loop**

PL\_done:

# loop body has

# only the 5

# "necessary"

# instructions

Jr $ra

|  |  |  |
| --- | --- | --- |
| lw | $ra, | 0($sp) |
| lw | $s0, | 4($sp) |
| addi  . | $sp, | $sp, 8 |

# Recursive list traversal
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### Translate this into MIPS:

void printList(node\* p) { if(p != **NULL)** {

print((\*p).data); printList((\*p).next);

}

}

# BAD code printList:

beq $a0, $0, PL\_done

lw $a0, 0($a0) jal print

lw $a0, 4($a0) jal printList

PL\_done: jr $ra

# correct, but messy printList:

beq $a0, $0, PLdone addi $sp, $sp, -8

sw $ra, 0($sp) sw $a0, 4($sp) lw $a0, 0($a0) jal print

lw $a0, 4($sp) lw $a0, 4($a0) jal printList lw $ra, 0($sp) addi $sp, $sp, 8

PL\_done: jr $ra

## A simple way to do recursion
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recursive(args) { if(base\_condition) {

*II* base case stuff

return;

}

else { *II* !base\_condition

*II* recursive case

}

}

recursive:

b\_not\_base\_condition recursive\_case

# base case stuff jr $ra

recursive\_case:

# grow stack to save $ra (at least)

jal recursive

# shrink stack to restore $ra + other stuff Jr $ra

# Recursive list traversal
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**Translate this into MIPS:**

int printList(node\* p) { if(p == NULL)

return 0; else {

print((\*p).data);

return 1 + printList((\*p).next);

# Recursive solution printList:

bne $a0, $0, recurs,ve\_case move $v0, $0

jr $ra

recurs1ve\_case: addi $sp, $sp, -8 sw $ra, 0($sp) sw $a0, 4($sp)

}

} lw $a0, 0($a0)

jal print

lw $a0, 4($sp) lw $a0, 4($a0) jal pri ntList addi $v0, $v0, 1

lw $ra, 0($sp) addi $sp, $sp, 8

Jr $ra

# Recursive list reverse-traversal

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA6AAAAAQCAIAAACHhYUOAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFXklEQVR4nO3dTW/jZBcG4Ps8X853PwZGBaQRiEEg1gjNiiU7+BVI8L9YoxlpNu8ClqxBgg0bRirMFBGqacZxHNvPcw4LN1AhssgbTV2Xcy0iNa3T40iJbx8f28RSEfhF/mI2PRZmYUcgCBEBxABADQCwwy5kp79W6noR0ZZfmOstRKldCHddwX62fe6UUi+P9DyRmQYAqAIANO1TAJra+hBiTTHFwXAIliZWPgTAMTMzU7nOvafE7G128fzi8OBVACQEAiCgTcAV38l6KfVybNnQcs8DhLrdTM8DYt83tEr1kMTUdQl7EReBTcClvwOuoXFK0SAja8HCzMYRp0QmtAsSS8PcWGMBByA2VzpY7XepiQAMdMOvbpEtnSSjHSZ1g6We74AZo0dIlLpudNn17CvB8F+fr9YAkGUA8Pziwns/mXiGrPI6yzLvPS2LRQjWO392Nj85OYHY9vUASPtdRAwNuOq2+fcgy9zvPV11uxljuy5hL0k/X0p1oO66gL0wT4DN0OzlAKwB4AwxY7msydB06gGs1gsiDMOsnUIkEQHSo0ePPvv8i6ZpBB4AEwgQU2PzaKrXd6tIG2HqJttypFR0elzdYNb2O+DqhIJS10+k6LqEPQ0AbDbbbRPWA1jmxcnJSeRitSrILYrFxceffPTw4cMBH4oIM7u6roG0rtZlWT548MCFEQAhABD6O+Da+o0u1kqpl4K3nKxj7W4nUyp1naTnCdH1PKAr1UtUdl3BXgTZlR8McBlwY+QYmzrmd46Px7Pm8ePHT548cXBEZIyx1roQQl2DMBmGtz784FPIHQAsEwBMFgIhBmB3fYO0g6tuMN4yy5iSHkJVN1ffO7gxxq5LUOo/R5pp1yXsRRABbAZoPQBIADCdTZd5Tj43xtT8yyt3zgZZkzALhBgjM7u2I2CMWSwW53/8EVMCwLICwLDAJuBitVtFGnDVDbatE0Z6mTB1g6XU94CoGwalrl3s9wzu5fTtld5tG3Dn89/rpj66Y5fFspGzLMvm82dffvnV2KzzPDfGOIAtmcnoLuJrpz9HpMOyLCfDt2OMdTNyzgGehYnmHa6dUkoppZTaVc8nmwD7HPhHwPUAjIG1tinXec7ipvOnY5vdu3v4ocX3R0dHMUYnIlWF+XweUY3H4+IFrDF1U8eYqqqKMQIJBO/1KgpKKaWUUv3S7yOTdJnQ//nofciXednkBLJkmMUCzGw3q+tSwnAIa5vJqJlMy+l0ScZI+t1aWzdiDCVOIFi726Gxvu8wKKWUUkr1HZl+jygYvnoVhRq4nMcNWVYUq/HEjUajolqc/roSsxQ8+2tBV9eVzUbWWu/9Dz/+KOm38Xi8XNrpdJYSiEzVrCG9f4OUUkoppf5zep7fKGXAZoC/vcgXLABmXq/XztdEVFS/np6evvv+a4Ms4819Ldx4PALS9AD33uSnZ9/eu/emG4zPn/5UyzTK0jlbxwURUfPeTgWJnkuglFJKKdUppkXXJezFpCGwuUkvtVc6IgCDbGQygpHEMhiV999J9+9LXnw3DnfbBen8/PzwaGrIxJicc4tFbq39+pv/hZDVaTEYZJFz51xa39+pIB1RUEoppZTq1m0NuGWxDiGQEWOs801V1yzFcDRqVsFaG2N0x8eTxDEvVoMwK/LVwfQAQFx5mzx4bGgoDdjaKM+2/nOllFJKKXXzCPuuS9gPGwCgNQCYCkDbRD2czZi5KEpmcc6G4K07WD4vQhba5RwLW2MB+OCtNSnCWtRNMxgOgwshhDpSStH60Ml6KaWUUkqp/w/Zfgdc0wb0tndr2it6CYCyLEMIw+HIGFPX65SSD/7q3XD+BKf0XH0mIh6ZAAAAAElFTkSuQmCC)

### Translate this into MIPS:

printListReverse:

void printListReverse(node\* p) { if(p == **NULL)**

printNewline(); else {

printListReverse((\*p).next); print((\*p).data);

bne addi

SW

jal lw

a.ddi Jr

$a0, $0, PL\_recursive

$sp, $sp, -4

$ra, 0($sp) printNewline

$ra, 0($sp)

$sp, $sp, 4

$ra

} PL\_recursive:

} addi $sp, $sp, -8

sw $ra, 0($sp) sw $a0, 4($sp) lw $a0, 4($a0)

jal printListRecursive lw $a0, 4($sp)

lw $a0, 0($a0) jal print

lw $ra, 0($sp) addi $sp, $sp, 8 Jr $ra